WEB322 Assignment 2

# Submission Deadline:

Friday, February 2 @ 11:59pm

# Assessment Weight:

8% of your final course Grade

# Objective:

Create and publish a web app that uses multiple routes which serve static content (text / json) as well as create an "UN countries service" module for accessing data.

# Part 1: Getting Started (Files & Directories)

As with the previous assignment, we will first be creating the files and directories for our solution. To begin:

* Create a new folder somewhere on your system to store the assignment/project.
* Within this folder, create a "data" folder and a "modules" folder
* Within the "data" folder, place the "**regionData.json**" and "**countryData.json**" files (available within a .zip file [located here](https://wsong18.github.io/web322/download/2241/a2-data.zip))
* Within the "modules" folder, create a new file called: "**unCountries.js**"

Now we now have the data for the assignment!

# Part 2: Writing unCountries.js

The purpose of the "unCountries.js" file is to provide easy access to the UN member states, i.e., UN countries data for other files within our assignment that require it.

To start, add the following two lines to the beginning of the "unCountries.js" file:

const countryData = require("../data/countryData");

const regionData = require("../data/regionData");

This will automatically read both files and generate two arrays of objects: "countryData" and "regionData".

Next, create a variable called "countries", initialized to an empty array, ie:

let countries = [];

This will be the completed array of Un "country" objects, after processing the above "countryData" and "regionData" arrays.

The remainder of this file will contain functions, according to the following specification:

**Initialize()**  
  
The purpose of this function is to fill the "countries" array (declared above), by adding copies of all the **countryData** objects, eg:  
  
{

"name": "Canada",

"official": "Canada",

"nativeName": "Canada",

"a2code": "CA",

"permanentUNSC": false,

"wikipediaURL": "https://en.wikipedia.org/wiki/Canada",

"capital": "Ottawa",

"regionId": "2",

"languages": "English,French",

"population": 38005238,

"flag": "https://flagcdn.com/w320/ca.png"

}

However, each of these objects must **also** include a new **"region**" property. The value of the "region" property should be the corresponding region **object** from the **regionData.json** file, whose "id" value matches the "regionId" for the "countryData" object.

For example, in the above "countryData" object, we have a "regionId" value of "2". Therefore, we must add an additional "region" property with the value of region object { "id": "2", "name": "Americas", "subs": "North America, South America, Central America, Caribbean" }, since the "id" value of the object is also "2" within the **regionData.json** file.

This will result in the following object being added (pushed) to the "countries" array:

{

"name": "Canada",

"official": "Canada",

"nativeName": "Canada",

"a2code": "CA",

"permanentUNSC": false,

"wikipediaURL": "https://en.wikipedia.org/wiki/Canada",

"capital": "Ottawa",

"regionId": "2",

"languages": "English,French",

"population": 38005238,

"flag": "https://flagcdn.com/w320/ca.png",

**"region":** {"id": "2", "name": "Americas", "subs": "North America, South America, Central America, Caribbean"}

}

As an additional example, consider the following object from a "countryData" array:

{

"name": "China",

"official": "People's Republic of China",

"nativeName": "中国",

"a2code": "CN",

"permanentUNSC": false,

"wikipediaURL": "https://en.wikipedia.org/wiki/China",

"capital": "Beijing",

"regionId": "3",

"languages": "Chinese",

"population": 1402112000,

"flag": "https://flagcdn.com/w320/cn.png"

}

This has a "regionId" of "3". From the "regionData.json" file, the region object with id "3" is added into the above object. Therefore, the new country object to be added to the "countries" array should be:

{

"name": "China",

"official": "People's Republic of China",

"nativeName": "中国",

"a2code": "CN",

"permanentUNSC": false,

"wikipediaURL": "https://en.wikipedia.org/wiki/China",

"capital": "Beijing",

"regionId": "3",

"languages": "Chinese",

"population": 1402112000,

"flag": "https://flagcdn.com/w320/cn.png",

**"region": {"id": "3", "name": "Asia", "subs": "South Asia, Central Asia, Northeastern Asia"}**

}

**HINT:** Consider using the **.find()** and **.forEach()** Array methods for your solution

* **getAllCountries()**

This function simply returns the complete "countries" array

* **getCountryByCode(countryCode)**

This function will return a specific "country" object from the "countries" array, whose "a2code" value matches the value of the "countryCode" parameter, ie: if getCountryByCode("ca") was invoked, the following country object would be returned:

{

"name": "Canada",

"official": "Canada",

"nativeName": "Canada",

"a2code": "CA",

"permanentUNSC": false,

"wikipediaURL": "https://en.wikipedia.org/wiki/Canada",

"capital": "Ottawa",

"regionId": "2",

"languages": "English,French",

"population": 38005238,

"flag": "https://flagcdn.com/w320/ca.png",

**"region":** {"id": "2", "name": "Americas", "subs": "North America, South America, Central America, Caribbean"}

}

**HINT:** Consider using the **.find()** Array method for your solution

* **getCountriesByRegion(region)**

The purpose of this function is to return an array of objects from the "countries" array whose "region" value matches the "region" parameter. However, it is important to note that the "region" parameter may contain only part of the "region" string, and case is ignored. For example:

getCountriesByRegion(**"oceania"**);

would return all the countries from your "countries" array whose "region" property contains the string "Oceania" (ignoring case). For example, if your "countries" array contained the following objects, they would be returned:

[

{

"name": "Australia",

"official": "Commonwealth of Australia",

"nativeName": "Australia",

"a2code": "AU",

"permanentUNSC": false,

"wikipediaURL": "https://en.wikipedia.org/wiki/Australia",

"capital": "Canberra",

"regionId": "5",

"languages": "English",

"population": 25687041,

"flag": "https://flagcdn.com/w320/au.png",

**"region": {**

**"id": "5",**

**"name": "Oceania",**

**"subs": "Australasia, Melanesia, Micronesia, and Polynesia"**

**}**

},

… …

… … ,

{

"name": "Vanuatu",

"official": "Republic of Vanuatu",

"nativeName": "Vanuatu",

"a2code": "VU",

"permanentUNSC": false,

"wikipediaURL": "https://en.wikipedia.org/wiki/Vanuatu",

"capital": "Port Vila",

"regionId": "5",

"languages": "Bislama,English,French",

"population": 307150,

"flag": "https://flagcdn.com/w320/vu.png",

**"region": {**

**"id": "5",**

**"name": "Oceania",**

**"subs": "Australasia, Melanesia, Micronesia, and Polynesia"**

**}**

}

]

**HINT:** Consider using the **.filter()** Array method as well as the **.toUpperCase() / .toLowerCase()** and **.includes()** String methods for your solution

# Part 3: Testing & Refactoring unCountries.js

Once you have completed the above four functions, test them at the bottom of your file by first invoking the "initialize()" function, then the others (since they all need the "countries" array to be filled with data).

**NOTE:** You should be able to run this file using the command "node modules/unCountries.js"

If the correct data is returned and you're satisfied that everything is working correctly, you can delete your testing code.

Now, we can begin to refactor our functions to use "[Promises](https://webprogrammingtoolsandframeworks.sdds.ca/Handling-Asynchronous-Code/promises-async-await)".

* Each of the 4 functions created (initialize(), getAllCountries(), getCountriesByCode(countryCode), getCountriesByRegion(region)) must return a new Promise object that "resolves" either with data (if the function returns data) or "rejects" with an error, if the function encounters an error, for example:
  + **Initialize()** should resolve with no data, once the operation is complete (ie: the "countries" array is filled with objects)
  + **getAllCountries()** should resolve with the completed "countries" array
  + **getCountriesByCode(countryCode)** should resolve with the found "country" object, and reject with an appropriate message (ie: unable to find requested country) if the country was not found)
  + **getCountriesByRegion(region)** should resolve with the found "country" objects, and reject with an appropriate message (ie: unable to find requested countries)

Finally, we must make sure this file functions as a "[module](https://webprogrammingtoolsandframeworks.sdds.ca/Web-Server-Introduction/modules-node-package-manager#modules)", either by manually adding all 4 functions to the "module.exports" object individually, or by assigning them at once using an object literal shorthand, ie:

module.exports = { initialize, getAllCountries, getCountryByCode, getCountriesByRegion }

# Part 4: Creating the Web Server

The final part of this assignment is to create a "[simple web server](https://webprogrammingtoolsandframeworks.sdds.ca/Web-Server-Introduction/simple-web-server-using-expressjs)" that makes our data available. For now, this will simply involve returning the data – we will focus on "rendering" actual HTML pages in future assignments.

To begin:

* Create a new file called "server.js" in the root of your assignment folder (making sure not to accidentally place it within the "data" or "modules" folders):  
    
  ![A screenshot of a computer program

  Description automatically generated](data:image/png;base64,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)
* Next, run the command "npm init" in the integrated terminal, ensuring that your "entry point" is **server.js** (this should be the default), and **"author" is your full name**, e.g.: "John Smith".
* Once this is complete, run the command "npm install express" to generate the "node\_modules" folder and update your newly created "package.json" with the "express" dependency
* Finally, open your server.js file and add the line:  
    
  const unCountryData = require("./modules/unCountries");  
    
  This will ensure that the functions that we wrote in parts 2 & 3 will be available on the **unCountryData** object (ie: unCountryData.initialize(), unCountryData.getAllCountries(), etc)

From this point on, we can begin creating a simple web server using [Express.js](https://webprogrammingtoolsandframeworks.sdds.ca/Web-Server-Introduction/simple-web-server-using-expressjs#expressjs) that features [simple GET routes](https://webprogrammingtoolsandframeworks.sdds.ca/Web-Server-Introduction/simple-web-server-using-expressjs#simple-get-routes).

However, before the server starts (ie: the **app.listen()** function is invoked), we must ensure that the "countries" array has been successfully built within our "unCountries" module. Therefore, we must invoke the **unCountryData.initialize()** function and make sure it has completed successfully (ie "resolves") before we execute our app.listen() function.

**NOTE:** Even though we do not have any routes configured, we should be able to start the server using the command "node server.js"

Finally, ensure that the following routes are configured in your server.js file:

* **GET "/"**  
    
  This route simply sends back the text: "Assignment 2: Student Name - Student Id" where "Student Name" and "Student Id" are your Name & Seneca Student Id
* **GET "/un/countries"**  
    
  This route is responsible for responding with all of the UN member states, i.e., countries (array) from our unCountryData module
* **GET "/un/countries/code-demo"**  
    
  In this route, you will demonstrate the **getCountryByCode** functionality, by invoking the function with a known countryCode ( i.e. a2code that means 'alpha 2 code', e.g., 'ca' for Canada) value from your country data. Once the function has resolved successfully, respond with the returned object.  
    
  **NOTE:** Do not forget to include code to handle the situation where **getCountryByCode** fails. If this is the case, simply respond with the error text.
* **GET "/un/countries/region-demo"**  
  In this route, you will demonstrate the **getCountriesByRegion** functionality, by invoking the function with a known region value from your country data (using a part of the region name in lower case, e.g. "oceania". Once the function has resolved successfully, respond with the returned array.  
    
  **NOTE:** Do not forget to include code to handle the situation where **getCountriesByRegion** fails. If this is the case, simply respond with the error text.

### **Testing**: Sample Solution

With your routes complete, you should be ready to hand in our assignment. To see a completed version of this app running, visit: <https://assignments-322-demo.cyclic.app/>

# Part 5: Pushing to Cyclic

* Once you are satisfied with your application, deploy it to Cyclic:
  + Ensure that you have checked in your latest code using **git** (from within Visual Studio Code)
  + Create a [GitHub](https://github.com/) (public, remote) repository.
  + Connect to local Git repository to GitHub.
  + Connect the GitHub repository to [Cyclic](https://www.cyclic.sh).
  + Change the GitHub repository to “Private”
* **IMPORTANT NOTE:** Since we are using an "**unverified" free** account on Cyclic, we are limited to only **3 apps**, so if you have been experimenting on Cyclic and have created 3 apps already, you must delete one (or verify your account with a credit card). Once you have received a grade for Assignment 1, it is safe to delete this app (login to the Cyclic website, click the ![A colorful flower with a black center
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# Assignment Submission:

* Add the following declaration at the top of your **server.js** file:

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  
\* WEB322 – Assignment 02  
\* I declare that this assignment is my own work in accordance with Seneca Academic Policy. No part

\* of this assignment has been copied manually or electronically from any other source   
\* (including 3rd party web sites) or distributed to other students.  
\*   
\* Name: \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ Student ID: \_\_\_\_\_\_\_\_\_\_\_\_\_\_ Date: \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  
\*  
\* Online (Cyclic) Link:   
\*  
\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

* Compress (.zip) your assignment folder with all files/folders included and submit the .zip file to My.Seneca under   
  **Assignments** -> **Assignment** 2

## Important Note:

* **NO LATE SUBMISSIONS** for assignments. Late assignment submissions will not be accepted and will receive a **grade of zero (0)**.
* Submitted assignments must run locally, ie: start up errors causing the assignment/app to fail on startup will result in a **grade of zero (0)** for the assignment.